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# Задачи по варианту

## Задача №2. Гирлянда [2 s, 256 Mb, 1 балл]

Требуется найти минимальное значение высоты второго конца B гирлянды

filein = open("input.txt")  
n, height = filein.readline().split()  
n = int(n)  
height = float(height)  
filein.close()  
  
error = 0.1 \*\* 10  
  
  
def equal(a, b):  
 return abs(a - b) <= error  
  
  
def less(a, b):  
 return (a < b) and (not equal(a, b))  
  
  
def more(a, b):  
 return (a > b) and (not equal(a, b))  
  
  
heights = [0] \* n  
heights[0] = height  
res = 1000000000  
left = 0  
right = heights[0]  
  
while less(left, right):  
 heights[1] = (left + right) / 2  
 heights[-1] = 0  
 isUp = False  
 for i in range(2, n):  
 heights[i] = 2 \* heights[i-1] - heights[i-2] + 2  
 if not more(heights[i], 0):  
 isUp = True  
 break  
 if more(heights[-1], 0):  
 res = min(res, heights[-1])  
 if isUp:  
 left = heights[1]  
 else:  
 right = heights[1]  
  
fileout = open("output.txt", "w")  
fileout.write("%.6f" % res)  
fileout.close()

В решении используется двоичный поиск для установки значения лампочки, идущей за первой, из уравнения высоты каждой лампочки выражено значение высоты правой лампочки и вычисляется в цикле на основании значений двух левых лампочек.
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## Задача №8. Высота дерева возвращается [2 s, 256 Mb, 2 балла]

Нужно найти высоту двоичного дерева

inp = open("input.txt")  
  
n = int(inp.readline())  
woods = []  
deeps = [0] \* (n + 1)  
  
for \_ in range(n):  
 value, left, right = map(int, inp.readline().split())  
 woods.append((left, right))  
  
inp.close()  
  
# starts from leaves  
for i in range(n - 1, -1, -1):  
 if (woods[i][0] == 0) and (woods[i][1] == 0):  
 deeps[i + 1] = 1  
 else:  
 deeps[i + 1] = max(deeps[woods[i][0]], deeps[woods[i][1]]) + 1  
  
out = open("output.txt", "w")  
out.write(str(deeps[1]) if n > 0 else "0")  
out.close()

Простым перебором находим высоту двоичного дерева.
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## Задача №17. Множество с суммой [120 s, 512 Mb, 3 балла]

В этой задаче ваша цель – реализовать структуру данных для хранения набора целых чисел и быстрого вычисления суммы элементов в заданном диапазоне.

from collections import deque  
  
  
class Node:  
 def \_\_init\_\_(self, key, left=None, right=None, parent=None):  
 self.left = left  
 self.right = right  
 self.parent = parent  
 self.key = key  
  
  
class SplayTree:  
 def set\_parent(self, child, parent):  
 if child is not None:  
 child.parent = parent  
  
 def keep\_parent(self, node):  
 self.set\_parent(node.left, node)  
 self.set\_parent(node.right, node)  
  
 def rotate(self, parent, child):  
 grandparent = parent.parent  
 if grandparent is not None:  
 if grandparent.left == parent:  
 grandparent.left = child  
 else:  
 grandparent.right = child  
  
 if parent.left == child:  
 parent.left, child.right = child.right, parent  
 else:  
 parent.right, child.left = child.left, parent  
  
 self.keep\_parent(child)  
 self.keep\_parent(parent)  
 child.parent = grandparent  
  
 def splay(self, node):  
 if node.parent is None:  
 return node  
 parent = node.parent  
 grandparent = parent.parent  
 if grandparent is None:  
 self.rotate(parent, node)  
 return node  
 else:  
 zigzig = (grandparent.left == parent) == (parent.left == node)  
 if zigzig:  
 self.rotate(grandparent, parent)  
 self.rotate(parent, node)  
 else:  
 self.rotate(parent, node)  
 self.rotate(grandparent, node)  
 return self.splay(node)  
  
 def find(self, node, key):  
 if node is None:  
 return None  
 if key == node.key:  
 return self.splay(node)  
 if key < node.key and node.left is not None:  
 return self.find(node.left, key)  
 if key > node.key and node.right is not None:  
 return self.find(node.right, key)  
 return self.splay(node)  
  
 def split(self, root, key):  
 if root is None:  
 return None, None  
 root = self.find(root, key)  
 if root.key == key:  
 self.set\_parent(root.left, None)  
 self.set\_parent(root.right, None)  
 return root.left, root.right  
 if root.key < key:  
 right, root.right = root.right, None  
 self.set\_parent(right, None)  
 return root, right  
 else:  
 left, root.left = root.left, None  
 self.set\_parent(left, None)  
 return left, root  
  
 def insert(self, root, key):  
 left, right = self.split(root, key)  
 root = Node(key, left, right)  
 self.keep\_parent(root)  
 return root  
  
 def merge(self, left, right):  
 if right is None:  
 return left  
 if left is None:  
 return right  
 right = self.find(right, left.key)  
 right.left, left.parent = left, right  
 return right  
  
 def remove(self, root, key):  
 root = self.find(root, key)  
 self.set\_parent(root.left, None)  
 self.set\_parent(root.right, None)  
 return self.merge(root.left, root.right)  
  
 def sum(self, root, l, r):  
 stack = deque()  
 nums = []  
 if root is None:  
 return 0  
 while True:  
 stack.append(root)  
 if (root.left is None) or (root.key <= l):  
 break  
 root = root.left  
 while True:  
 if len(stack) != 0:  
 nums.append(stack[-1].key)  
 if (stack[-1].right is not None) and (stack[-1].key <= r):  
 root = stack.pop().right  
 else:  
 stack.pop()  
 continue  
 while True:  
 stack.append(root)  
 if (root.left is None) or (root.key <= l):  
 break  
 root = root.left  
 if len(stack) == 0:  
 summ = 0  
 for num in nums:  
 if (num >= l) and (num <= r):  
 summ += num  
 return summ  
  
  
M = 1000000001  
last\_op = 0  
  
inp = open("input.txt")  
out = open("output.txt", "w")  
n = int(inp.readline())  
  
root = None  
tree = SplayTree()  
  
for i in range(n):  
 line = inp.readline().split()  
 num = (int(line[1]) + last\_op) % M  
 if line[0] == "?":  
 root = tree.find(root, num)  
 if (root is not None) and (root.key == num):  
 out.write("Found\n")  
 else:  
 out.write("Not found\n")  
 elif line[0] == "+":  
 if root is None:  
 root = Node(num)  
 else:  
 root = tree.insert(root, num)  
 elif line[0] == "-":  
 if root is not None:  
 root = tree.remove(root, num)  
 elif line[0] == "s":  
 num\_s = (int(line[2]) + last\_op) % M  
 last\_op = tree.sum(root, num, num\_s)  
 out.write(f"{last\_op}\n")  
  
inp.close()  
out.close()
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# Дополнительные задачи

## Задача №1. Обход двоичного дерева [5 s, 512 Mb, 1 балл]

import time  
  
t\_start = time.perf\_counter()  
import tracemalloc  
  
tracemalloc.start()  
  
from common.Node import Node  
from common.TreeBuilder import TreeBuilder  
  
  
def in\_order(tree: Node):  
 if tree is not None:  
 in\_order(tree.leftChild)  
 print(tree.node, end=" ")  
 in\_order(tree.rightChild)  
  
  
def pre\_order(tree: Node):  
 if tree is not None:  
 print(tree.node, end=" ")  
 pre\_order(tree.leftChild)  
 pre\_order(tree.rightChild)  
  
  
def post\_order(tree: Node):  
 if tree is not None:  
 post\_order(tree.leftChild)  
 post\_order(tree.rightChild)  
 print(tree.node, end=" ")  
  
f1 = open('input.txt')  
n = int(f1.readline())  
input\_data = []  
for line in f1:  
 k, l, r = map(int, line.split(" "))  
 input\_data.append([k, l, r])  
  
tree = TreeBuilder.buildBST(input\_data)  
in\_order(tree)  
print()  
pre\_order(tree)  
print()  
post\_order(tree)  
  
  
print("Время работы: %s секунд " % (time.perf\_counter() - t\_start))  
mc, mp = tracemalloc.get\_traced\_memory()  
print("Memory: current %f KiB, peak %f KiB" % (mc / 1024, mp / 1024))

## Задача №3 Простейшее BST [2 s, 256 Mb, 1 балл]

В этой задаче вам нужно написать простейшее BST по явному ключу и отвечать им на запросы:

«+ x» – добавить в дерево x (если x уже есть, ничего не делать).

«> x» – вернуть минимальный элемент больше x или 0, если таких неь

class Node:  
 def \_\_init\_\_(self, key):  
 self.left = None  
 self.right = None  
 self.key = key  
  
  
class Tree:  
 def \_\_init\_\_(self):  
 self.root = None  
  
 def insert(self, key):  
 parent = None  
 node = self.root  
 while node is not None:  
 parent = node  
 if key < node.key:  
 node = node.left  
 elif key > node.key:  
 node = node.right  
 else:  
 return  
 new = Node(key)  
 if parent is None:  
 self.root = new  
 elif key < parent.key:  
 parent.left = new  
 elif key > parent.key:  
 parent.right = new  
   
 def min(self, x):  
 if self.root is None:  
 return 0  
 way = []  
 node = self.root  
 while True:  
 way.append(node)  
 if x > node.key:  
 if node.right is None:  
 break  
 node = node.right  
 elif x < node.key:  
 if node.left is None:  
 return node.key  
 node = node.left  
 else:  
 if node.right is None:  
 break  
 node = node.right  
 while node.left is not None:  
 node = node.left  
 return node.key  
 for i in range(len(way) - 1, -1, -1):  
 if way[i].key > x:  
 return way[i].key  
 return 0  
  
  
filein = open("input.txt")  
fileout = open("output.txt", "w")  
  
tree = Tree()  
  
  
line = filein.readline()  
while line != "":  
 items = line.split()  
 if items[0] == "+":  
 tree.insert(int(items[1]))  
 else:  
 fileout.write(f"{tree.min(int(items[1]))}\n")  
 line = filein.readline()  
  
  
filein.close()  
fileout.close()

В поддереве производим поиск элемента большего чем данный

![](data:image/png;base64,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) ![](data:image/png;base64,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)

## Задача №4 Простейший неявный ключ [2 s, 256 Mb, 1 балл]

В этой задаче вам нужно написать BST по неявному ключу и отвечать им на запросы:

«+ x» – добавить в дерево x (если x уже есть, ничего не делать).

«? k» – вернуть k-й по возрастанию элемент.

f1 = open("input.txt", "r")  
f2 = open("output.txt", "w")  
import time  
start\_time = time.time()  
class BST:  
 def \_\_init\_\_(self):  
 self.mas = []  
  
 def binarySearch(self, arr, low, high, x):  
 while low <= high:  
 mid = low + (high - low) // 2  
 if arr[mid] == x:  
 return None  
 if arr[mid] == x:  
 return mid  
 elif arr[mid] < x:  
 high = mid - 1  
 else:  
 low = mid + 1  
 return high  
  
 def insert(self, val):  
 indexpos = self.binarySearch(self.mas, 0, len(self.mas) - 1, val)  
 if indexpos != None:  
 self.mas = self.mas[: indexpos + 1] + [val] + self.mas[indexpos + 1 :]  
  
bst = BST()  
answer = ""  
iter = 0  
for i in f1.readlines():  
 iter += 1  
 if iter % 1000 == 0:  
 print(str(iter) + "/300000")  
 cmd = i.split(" ")  
 v, cmd = cmd[1], cmd[0]  
  
 if cmd == "+" and int(v):  
 bst.insert(int(v))  
 if cmd == "?":  
 v = int(v)  
 answer += str(bst.mas[-v]) + "\n"  
f2.write(answer)  
  
print("--- %s seconds ---" % (time.time() - start\_time))

Двоичное дерево поиска позволяет эффективно решить поставленную задачу, если использовать бинарный поиск для созданий данного дерева

## Задача №5 Простое двоичное дерево поиска [2 s, 512 Mb, 1 балл]

Нудно реализовать простое двоичное дерево поиска.

class Node:  
 def \_\_init\_\_(self, v=int()):  
 self.value = v  
 self.left = None  
 self.right = None  
 self.height\_left = 0  
 self.height\_right = 0  
 self.parent = None  
  
  
class Tree:  
 root = None  
  
 def \_\_init\_\_(self):  
 self.root = None  
  
 def insert(self, value):  
 if not self.find(value):  
 time = Node(value)  
 if self.root is None:  
 self.root = time  
 else:  
 index = self.root  
 flag = True  
 while flag:  
 if time.value > index.value and index.right is not None:  
 index = index.right  
 elif time.value < index.value and index.left is not None:  
 index = index.left  
 else:  
 flag = False  
 if time.value > index.value:  
 time.parent = index  
 index.right = time  
 else:  
 time.parent = index  
 index.left = time  
 while index is not None:  
 self.root = index  
 index = index.parent  
 return time  
  
 def delete(self, value):  
 self.delete\_top(self.find(value))  
  
 def delete\_top(self, time):  
 if time:  
 if max(time.height\_right, time.height\_left) == 0:  
 if time.parent is None:  
 self.root = None  
 else:  
 index = time.parent  
 if time.parent.left == time:  
 time.parent.left = None  
 else:  
 time.parent.right = None  
 while index is not None:  
 self.root = index  
 index = index.parent  
 else:  
 if time.height\_right > time.height\_left:  
 time.value = time.right.value  
 self.delete\_top(time.right)  
 else:  
 time.value = time.left.value  
 self.delete\_top(time.left)  
  
 def find(self, value):  
 index = self.root  
 flag = True  
 while flag and index is not None:  
 if value > index.value:  
 index = index.right  
 elif value < index.value:  
 index = index.left  
 else:  
 flag = False  
 if index is None:  
 return None  
 else:  
 return index  
  
 def exists(self, value):  
 if self.find(value):  
 return 'true'  
 return 'false'  
  
 def next(self, value):  
 time = self.next\_time(value, self.root)  
 if time == 10 \*\* 10:  
 return 'none'  
 else:  
 return time  
  
 def next\_time(self, value, link):  
 if link is not None:  
 min\_l = self.next\_time(value, link.left)  
 if min\_l <= value:  
 min\_l = 10 \*\* 10  
 min\_r = self.next\_time(value, link.right)  
 if min\_r <= value:  
 min\_r = 10 \*\* 10  
 return min(min\_l, min\_r, link.value if link.value > value else 10 \*\* 10)  
 else:  
 return 10 \*\* 10  
  
 def prev(self, value):  
 time = self.prev\_time(value, self.root)  
 if time == -10 \*\* 11:  
 return 'none'  
 else:  
 return time  
  
 def prev\_time(self, value, link):  
 if link is not None:  
 min\_l = self.prev\_time(value, link.left)  
 if min\_l >= value:  
 min\_l = -10 \*\* 11  
 min\_r = self.prev\_time(value, link.right)  
 if min\_r >= value:  
 min\_r = -10 \*\* 11  
 return max(min\_l, min\_r, link.value if link.value < value else -10 \*\* 11)  
 else:  
 return -10 \*\* 11  
  
  
def main(f):  
 tree = Tree()  
 n = f.readlines()  
 for s in n:  
 s = s.split()  
 if s[0] == 'insert':  
 tree.insert(int(s[1]))  
 elif s[0] == 'exists':  
 print(tree.exists(int(s[1])))  
 elif s[0] == 'prev':  
 print(tree.prev(int(s[1])))  
 elif s[0] == 'next':  
 print(tree.next(int(s[1])))  
 else:  
 tree.delete(int(s[1]))  
  
  
main(open('input.txt'))

Для выполнения задания было создано простое двоичное дерево поиска. Создан класс дерева, в котором расписаны все нужные операции такие как insert, delete, find, prev & next.
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## Задача №6 Опознание двоичного дерева поиска [10 s, 512 Mb, 1.5 балла]

Нужно проверить, правильно ли реализована структура данных бинарного дерева поиска.

class Node:  
 def \_\_init\_\_(self, key):  
 self.left = None  
 self.right = None  
 self.key = key  
  
  
def check(root):  
 if root is None:  
 return None  
 que = [(root, -1000000000, 10000000000)]  
 while len(que) > 0:  
 line = que.pop(0)  
 isnode = line[0]  
 if isnode.left is not None:  
 if (isnode.left.key >= isnode.key) or (isnode.left.key >= line[2]) or (isnode.left.key <= line[1]):  
 return False  
 que.append((isnode.left, line[1], isnode.key))  
 if isnode.right is not None:  
 if (isnode.right.key <= isnode.key) or (isnode.right.key >= line[2]) or (isnode.right.key <= line[1]):  
 return False  
 que.append((isnode.right, isnode.key, line[2]))  
 return True  
  
  
inp = open('input.txt')  
n = int(inp.readline())  
lines = [inp.readline() for \_ in range(n)]  
nodes = []  
K = []  
L = []  
R = []  
  
for i in range(n):  
 Ki, Li, Ri = lines[i].split()  
 node = Node(int(Ki))  
 nodes.append(node)  
 K.append(int(Ki))  
 L.append(int(Li))  
 R.append(int(Ri))  
  
for i in range(n):  
 left = L[i]  
 right = R[i]  
 if left != -1:  
 nodes[i].left = nodes[left]  
 if right != -1:  
 nodes[i].right = nodes[right]  
inp.close()  
  
result = 0  
if nodes:  
 result = check(nodes[0])  
else:  
 result = True  
  
out = open('output.txt', 'w')  
if result:  
 out.write("CORRECT")  
else:  
 out.write("INCORRECT")  
out.close()

Реализуем алгоритм проверяющий структуру данный бинарного дерева поиска.
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## Задача №7 Опознание двоичного дерева поиска [10 s, 512 Mb, 1.5 балла]

Нужно проверить, правильно ли реализована структура данных бинарного дерева поиска. (Только усложненная версия)

class Node:  
 def \_\_init\_\_(self, key):  
 self.left = None  
 self.right = None  
 self.key = key  
  
  
def check(root):  
 if root is None:  
 return None  
 que = [(root, -1000000000, 10000000000)]  
 while len(que) > 0:  
 line = que.pop(0)  
 isnode = line[0]  
 if isnode.left is not None:  
 if (isnode.left.key >= isnode.key) or (isnode.left.key >= line[2]) or (isnode.left.key <= line[1]):  
 return False  
 que.append((isnode.left, line[1], isnode.key))  
 if isnode.right is not None:  
 if (isnode.right.key < isnode.key) or (isnode.right.key > line[2]) or (isnode.right.key <= line[1]):  
 return False  
 que.append((isnode.right, isnode.key, line[2]))  
 return True  
  
  
filein = open('input.txt')  
n = int(filein.readline())  
lines = [filein.readline() for \_ in range(n)]  
nodes = []  
K = []  
L = []  
R = []  
  
for i in range(n):  
 Ki, Li, Ri = lines[i].split()  
 node = Node(int(Ki))  
 nodes.append(node)  
 K.append(int(Ki))  
 L.append(int(Li))  
 R.append(int(Ri))  
  
for i in range(n):  
 left = L[i]  
 right = R[i]  
 if left != -1:  
 nodes[i].left = nodes[left]  
 if right != -1:  
 nodes[i].right = nodes[right]  
filein.close()  
  
result = 0  
if nodes:  
 result = check(nodes[0])  
else:  
 result = True  
  
fileout = open('output.txt', 'w')  
if result:  
 fileout.write("CORRECT")  
else:  
 fileout.write("INCORRECT")  
fileout.close()

тот же алгоритм как в 6 задаче , тольку нужно проверять на равные ключи
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## Задача №10 Проверка корректности [2 s, 256 Mb, 2 балла]

Дано двоичное дерево. Проверьте, выполняется ли для него свойство двоичного дерева поиска

class BNode:  
 def \_\_init\_\_(self, value=0, left=0, right=0):  
 self.value = value  
 self.left = left  
 self.right = right  
  
  
def tree\_input():  
 inp = open("input.txt")  
 n = int(inp.readline())  
  
 if n == 0:  
 return True  
 arr = []  
 for \_ in range(n):  
 inp = list(input().split())  
 arr.append(BNode(int(inp[0]), int(inp[1]) - 1, int(inp[2]) - 1))  
 print(arr)  
 result = binary\_tree\_check(arr, 0, -float('inf'), float('inf'))  
 if result:  
 return True  
 return False  
  
  
def binary\_tree\_check(inp, i, left, right):  
 if i == -1:  
 return True  
 if inp[i].value <= left or inp[i].value >= right:  
 return False  
 check = binary\_tree\_check(inp, inp[i].left, left, inp[i].value) and binary\_tree\_check(  
 inp, inp[i].right, inp[i].value, right)  
 return check  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 res = tree\_input()  
 if res:  
 print('YES')  
 else:  
 print('NO')

Реализуем алгоритм проверки на корректность свойства бинарного двоичного дерева.
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## Задача №11 Сбалансированное двоичное дерево поиска [2 s, 512 Mb, 2 балла]

Реализуйте сбалансированное двоичное дерево поиска.

class Node:  
 def \_\_init\_\_(self, v=int()):  
 self.value = v  
 self.left = None  
 self.right = None  
 self.height\_left = 0  
 self.height\_right = 0  
 self.parent = None  
  
  
class Tree:  
 root = None  
  
 def \_\_init\_\_(self):  
 self.root = None  
  
 def insert(self, value):  
 if not self.find(value):  
 time = Node(value)  
 if self.root is None:  
 self.root = time  
 else:  
 index = self.root  
 flag = True  
 while flag:  
 if time.value > index.value and index.right is not None:  
 index = index.right  
 elif time.value < index.value and index.left is not None:  
 index = index.left  
 else:  
 flag = False  
 if time.value > index.value:  
 time.parent = index  
 index.right = time  
 else:  
 time.parent = index  
 index.left = time  
 self.balance\_number(index)  
 while index is not None:  
 self.balance\_number(index)  
 index = self.balance(index)  
 self.root = index  
 index = index.parent  
 return time  
  
 def delete(self, value):  
 self.delete\_vertex(self.find(value))  
  
 def delete\_vertex(self, time):  
 if time:  
 if max(time.height\_right, time.height\_left) == 0:  
 if time.parent is None:  
 self.root = None  
 else:  
 index = time.parent  
 if time.parent.left == time:  
 time.parent.left = None  
 else:  
 time.parent.right = None  
 while index is not None:  
 self.balance\_number(index)  
 index = self.balance(index)  
 self.root = index  
 index = index.parent  
 else:  
 if time.height\_right > time.height\_left:  
 time.value = time.right.value  
 self.delete\_vertex(time.right)  
 else:  
 time.value = time.left.value  
 self.delete\_vertex(time.left)  
  
 def find(self, value):  
 index = self.root  
 flag = True  
 while flag and index is not None:  
 if value > index.value:  
 index = index.right  
 elif value < index.value:  
 index = index.left  
 else:  
 flag = False  
 if index is None:  
 return None  
 else:  
 return index  
  
 # log(n)  
 def exists(self, value):  
 if self.find(value):  
 return 'true'  
 return 'false'  
  
 def next(self, value):  
 time = self.next\_time(value, self.root)  
 if time == 10 \*\* 10:  
 return 'none'  
 else:  
 return time  
  
 def next\_time(self, value, link):  
 if link is not None:  
 min\_l = self.next\_time(value, link.left)  
 if min\_l <= value:  
 min\_l = 10 \*\* 10  
 min\_r = self.next\_time(value, link.right)  
 if min\_r <= value:  
 min\_r = 10 \*\* 10  
 return min(min\_l, min\_r, link.value if link.value > value else 10 \*\* 10)  
 else:  
 return 10 \*\* 10  
  
 def prev(self, value):  
 time = self.prev\_time(value, self.root)  
 if time == -10 \*\* 11:  
 return 'none'  
 else:  
 return time  
  
 def prev\_time(self, value, link):  
 if link is not None:  
 min\_l = self.prev\_time(value, link.left)  
 if min\_l >= value:  
 min\_l = -10 \*\* 11  
 min\_r = self.prev\_time(value, link.right)  
 if min\_r >= value:  
 min\_r = -10 \*\* 11  
 return max(min\_l, min\_r, link.value if link.value < value else -10 \*\* 11)  
 else:  
 return -10 \*\* 11  
  
 def balance\_number(self, vertex):  
 if vertex:  
 vertex.height\_left = 0  
 vertex.height\_right = 0  
 if vertex.left:  
 vertex.height\_left = 1 + max(vertex.left.height\_right, vertex.left.height\_left)  
 if vertex.right:  
 vertex.height\_right = 1 + max(vertex.right.height\_right, vertex.right.height\_left)  
  
 def balance(self, vertex):  
 vertex = self.slt(vertex)  
 vertex = self.srt(vertex)  
 vertex = self.blt(vertex)  
 vertex = self.brt(vertex)  
 return vertex  
  
 def slt(self, vertex):  
 if vertex is not None and vertex.height\_right - vertex.height\_left == 2 and vertex.right.height\_left <= vertex.right.height\_right:  
 time\_par = vertex.parent  
 time\_left = vertex.right.left  
 vertex.right.left = vertex  
 vertex.parent = vertex.right  
 vertex.right = time\_left  
 vertex.parent.parent = time\_par  
 if time\_par is not None:  
 if time\_par.left == vertex:  
 time\_par.left = vertex.parent  
 else:  
 time\_par.right = vertex.parent  
 self.balance\_number(vertex)  
 vertex = vertex.parent  
 self.balance\_number(vertex)  
 return vertex  
  
 def srt(self, vertex):  
 if vertex is not None and vertex.height\_left - vertex.height\_right == 2 and vertex.left.height\_right <= vertex.left.height\_left:  
 time\_par = vertex.parent  
 time\_right = vertex.left.right  
 vertex.left.right = vertex  
 vertex.parent = vertex.left  
 vertex.left = time\_right  
 vertex.parent.parent = time\_par  
 if time\_par is not None:  
 if time\_par.left == vertex:  
 time\_par.left = vertex.parent  
 else:  
 time\_par.left = vertex.parent  
 self.balance\_number(vertex)  
 vertex = vertex.parent  
 self.balance\_number(vertex)  
 return vertex  
  
 def blt(self, vertex):  
 if vertex is not None and vertex.height\_right - vertex.height\_left == 2 and vertex.right.height\_left > vertex.right.height\_right:  
 vertex.right = self.srt(vertex.right)  
 vertex = self.slt(vertex)  
 return vertex  
  
 def brt(self, vertex):  
 if vertex is not None and vertex.height\_left - vertex.height\_right == 2 and vertex.left.height\_right <= vertex.left.height\_left:  
 vertex.left = self.slt(vertex.left)  
 vertex = self.srt(vertex)  
 return vertex  
  
  
def main(f):  
 tree = Tree()  
 n = f.readlines()  
 for s in n:  
 s = s.split()  
 if s[0] == 'insert':  
 tree.insert(int(s[1]))  
 elif s[0] == 'exists':  
 print(tree.exists(int(s[1])))  
 elif s[0] == 'prev':  
 print(tree.prev(int(s[1])))  
 elif s[0] == 'next':  
 print(tree.next(int(s[1])))  
 else:  
 tree.delete(int(s[1]))  
  
  
main(open('input.txt'))
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## Задача №12 Вставка в АВЛ-дерево [2 s, 256 Mb, 3 балла]

Вставка в АВЛ-дерево вершины V с ключом X при условии, что такой вершины в этом дереве нет, осуществляется

следующим образом.

class Node:  
 def \_\_init\_\_(self, num):  
 self.key = num  
 self.left = None  
 self.right = None  
 self.height = 1  
  
  
class Tree:  
 def height(self, root):  
 return root.height if root is not None else 0  
  
 def balance\_factor(self, root):  
 return self.height(root.right) - self.height(root.left)  
  
 def fix\_height(self, root):  
 left = self.height(root.left)  
 right = self.height(root.right)  
 root.height = max(left, right) + 1  
  
 def rotateR(self, root):  
 q = root.left  
 root.left = q.right  
 q.right = root  
 self.fix\_height(root)  
 self.fix\_height(q)  
 return q  
  
 def rotateL(self, root):  
 p = root.right  
 root.right = p.left  
 p.left = root  
 self.fix\_height(root)  
 self.fix\_height(p)  
 return p  
  
 def balance(self, root):  
 self.fix\_height(root)  
 if self.balance\_factor(root) == 2:  
 if self.balance\_factor(root.right) < 0:  
 root.right = self.rotateR(root.right)  
 return self.rotateL(root)  
 if self.balance\_factor(root) == -2:  
 if self.balance\_factor(root.left) > 0:  
 root.left = self.rotateL(root.left)  
 return self.rotateR(root)  
 return root  
  
 def insert(self, root, key):  
 if root is None:  
 return Node(key)  
 if key < root.key:  
 root.left = self.insert(root.left, key)  
 else:  
 root.right = self.insert(root.right, key)  
 return self.balance(root)  
  
 def get\_str(self, root):  
 que = []  
 number = 1  
 que.append(root)  
 ans = []  
 while len(que) > 0:  
 node = que.pop(0)  
 line = f"{node.key} "  
 if node.left is not None:  
 number += 1  
 line += f"{number} "  
 que.append(node.left)  
 else:  
 line += "0 "  
  
 if node.right is not None:  
 number += 1  
 line += f"{number}\n"  
 que.append(node.right)  
 else:  
 line += "0\n"  
 ans.append(line)  
 return ans  
  
  
inp = open("input.txt")  
  
n = int(inp.readline())  
lines = [inp.readline() for \_ in range(n)]  
lines.reverse()  
nodes = {}  
  
tree = Tree()  
for i in range(n):  
 Ki, Li, Ri = map(int, lines[i].split())  
 node = Node(int(Ki))  
 nodes[n - i] = node  
 if Li != 0 and Ri != 0:  
 node.left = nodes[Li]  
 node.right = nodes[Ri]  
 tree.fix\_height(node)  
 elif Li != 0:  
 node.left = nodes[Li]  
 tree.fix\_height(node)  
 elif Ri != 0:  
 node.right = nodes[Ri]  
 tree.fix\_height(node)  
 else:  
 node.height = 1  
  
if len(nodes) == 0:  
 nodes[1] = None  
  
key = int(inp.readline())  
root = tree.insert(nodes[1], key)  
  
out = open("output.txt", "w")  
ans = tree.get\_str(root)  
out.write(f"{len(ans)}\n")  
for i in ans:  
 out.write(i)  
  
out.close()  
inp.close()
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## Задача №15 Удаление из АВЛ-дерева [2 s, 256 Mb, 3 балла]

Удаление из АВЛ-дерева вершины с ключом X, при условии ее наличия, осуществляется следующим образом.

class Node:  
 def \_\_init\_\_(self, num):  
 self.key = num  
 self.left = None  
 self.right = None  
 self.height = 1  
  
  
class Tree:  
 def height(self, root):  
 return root.height if root is not None else 0  
  
 def balance\_factor(self, root):  
 return self.height(root.right) - self.height(root.left)  
  
 def fix\_height(self, root):  
 left = self.height(root.left)  
 right = self.height(root.right)  
 root.height = max(left, right) + 1  
  
 def rotateR(self, root):  
 q = root.left  
 root.left = q.right  
 q.right = root  
 self.fix\_height(root)  
 self.fix\_height(q)  
 return q  
  
 def rotateL(self, root):  
 p = root.right  
 root.right = p.left  
 p.left = root  
 self.fix\_height(root)  
 self.fix\_height(p)  
 return p  
  
 def balance(self, root):  
 self.fix\_height(root)  
 if self.balance\_factor(root) == 2:  
 if self.balance\_factor(root.right) < 0:  
 root.right = self.rotateR(root.right)  
 return self.rotateL(root)  
 if self.balance\_factor(root) == -2:  
 if self.balance\_factor(root.left) > 0:  
 root.left = self.rotateL(root.left)  
 return self.rotateR(root)  
 return root  
  
 def insert(self, root, key):  
 if root is None:  
 return Node(key)  
 if key < root.key:  
 root.left = self.insert(root.left, key)  
 else:  
 root.right = self.insert(root.right, key)  
 return self.balance(root)  
  
 def find\_right(self, root):  
 if root.right is not None:  
 return self.find\_right(root.right)  
 return root  
  
 def find\_right\_and\_delete(self, root):  
 if root.right is not None:  
 if root.right.right is None:  
 root.right = root.right.left if (root.right.left is not None) else None  
 else:  
 root.right = self.find\_right\_and\_delete(root.right)  
 return self.balance(root)  
  
 def remove(self, root, key):  
 if root is None:  
 return None  
 if key < root.key:  
 root.left = self.remove(root.left, key)  
 elif key > root.key:  
 root.right = self.remove(root.right, key)  
 else:  
 if (root.left is None) and (root.right is None):  
 return None  
 elif root.left is None:  
 return root.right  
 else:  
 new\_root = self.find\_right(root.left)  
 root.key = new\_root.key  
 if root.left.key == new\_root.key:  
 root.left = None if (root.left.left is None) else root.left.left  
 else:  
 root.left = self.find\_right\_and\_delete(root.left)  
 return self.balance(root)  
  
 def get\_str(self, root):  
 if root is None:  
 return None  
 que = []  
 number = 1  
 que.append(root)  
 ans = []  
 while len(que) > 0:  
 node = que.pop(0)  
 line = f"{node.key} "  
 if node.left is not None:  
 number += 1  
 line += f"{number} "  
 que.append(node.left)  
 else:  
 line += "0 "  
  
 if node.right is not None:  
 number += 1  
 line += f"{number}\n"  
 que.append(node.right)  
 else:  
 line += "0\n"  
 ans.append(line)  
 return ans  
  
  
inp = open("input.txt")  
  
n = int(inp.readline())  
lines = [inp.readline() for \_ in range(n)]  
lines.reverse()  
nodes = {}  
  
tree = Tree()  
for i in range(n):  
 Ki, Li, Ri = map(int, lines[i].split())  
 node = Node(int(Ki))  
 nodes[n - i] = node  
 if Li != 0 and Ri != 0:  
 node.left = nodes[Li]  
 node.right = nodes[Ri]  
 tree.fix\_height(node)  
 elif Li != 0:  
 node.left = nodes[Li]  
 tree.fix\_height(node)  
 elif Ri != 0:  
 node.right = nodes[Ri]  
 tree.fix\_height(node)  
 else:  
 node.height = 1  
  
if len(nodes) == 0:  
 nodes[1] = None  
  
key = int(inp.readline())  
root = tree.remove(nodes[1], key)  
  
out = open("output.txt", "w")  
ans = tree.get\_str(root)  
if ans is not None:  
 out.write(f"{len(ans)}\n")  
 for i in ans:  
 out.write(i)  
else:  
 out.write("0")  
  
out.close()  
inp.close()
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